**3.1 STACK**

**3.1.1 INTRODUCTION TO STACK DATA STRUCTURE**

* A Stack is a linear data structure that holds a linear, ordered sequence of elements. It is an abstract data type. A Stack works on the LIFO process (Last In First Out), i.e., the element that was inserted last will be removed first. To implement the Stack, it is required to maintain a pointer to the top of the Stack, which is the last element to be inserted because we can access the elements only on the top of the Stack.

![](data:image/png;base64,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)

1. **PUSH:**

 PUSH operation implies the insertion of a new element into a Stack. A new element is always inserted from the topmost position of the Stack; thus, we always need to check if the top location is empty or not, i.e., TOP=Max if this condition goes true, it means the Stack is full, and no more elements can be inserted, and even if we try to insert the element, a Stack overflow message will be displayed. Here top shows the no of elements in our stack. If top is 0 , there are zero elements in the stack , if top is max there are max noof elements in the stack , they are from 0 to max-1.

Algorithm :

Step1: if (top==max)

OVERFLOW

Step2: stack[top]=new value;

Step3: top=top+1;

Step4: stop

1. **POP:** POP means to delete an element from the Stack. Before deleting an element, make sure to check if the Stack Top is 0, i.e., TOP=0 If this condition goes true, it means the Stack is empty, and no deletion operation can be performed, and even if we try to delete, then the Stack underflow message will be generated.

**Algorithm:**

Step1 : if (top==0) UNDERFLOW

Step2: top=top-1

Step3: out=stack[top];

Step4: print out and stop

3. **PEEK**: When we need to return the value of the topmost element of the Stack without deleting it from the Stack, the Peek operation is used. This operation first checks if the Stack is empty, i.e., TOP = 0; if it is so, then an appropriate message will display, else the value will return.

**Algorithm:**

Step1 : if (top==0) UNDERFLOW

Step2: out=stack[top-1];

Step4: print out and stop

**3.1.2 SOURCE CODE OF STACK USING ARRAYS**

# include <stdio.h>

int menu()

{

int ch;

printf("MENU STACK\n");

printf("1. PUSH \n");

printf("2. POP \n");

printf("3. DISPLAY \n");

printf("4. CHECK FOR STACK FULL \n");

printf("5. CHECK FOR STACK EMPTY \n");

printf("0. EXIT\n");

printf("Enter Your Option ");

scanf("%d",&ch);

return(ch);

}

void main()

{

int stack[30],top=0,i,nv,op=1,limit;

printf("Ener the capacity of stack ");

scanf("%d",&limit);

while (op!=0)

{

op=menu();

switch(op)

{

case 1:printf("Enter new values");

scanf("%d",&nv);

if (top<limit)

stack[top++]=nv;

break;

case 2: if (top!=0)

printf("The popped value is %d",stack[--top]);

break;

case 3: printf("The stack is as follows ..\n");

for (i=0;i<top;i++)

printf("%d ",stack[i]);

break;

case 4: if (top==limit)

printf("The STACK is FULL ");

else

printf("The STACK IS NOT FULL");

break;

case 5: if (top==0)

printf("THE STACK IS EMPTY");

else

printf("The STACK IS NOT EMPTY");

break;

}

}

}

**3.1.3 SOURCE CODE OF STACK USING LINKED LIST**

# include <stdio.h>

# include <conio.h>

# include <stdlib.h>

typedef struct lstack

{

int data;

struct lstack \*next;

}lstack;

int menu()

{

int ch;

printf("\n M E N U \n");

printf("1: PUSH \n");

printf("2: POP \n");

printf("3: STACK FULL \n");

printf("4: STACK EMPTY \n");

printf("5: DISPLAY \n");

printf("0: Exit \n");

printf("Enter Your Choice \n");

scanf("%d",&ch);

return(ch);

}

lstack \*push(lstack \*start)

{

lstack \*x;

int val;

x=(lstack \*) malloc (sizeof(lstack));

printf("enter new value ");

scanf("%d",&val);

x->data=val;

x->next=start;

start=x;

return(start);

}

void display(lstack \*start)

{

lstack \*y;

y=start;

printf("linked list is \n");

while (y!=NULL)

{

printf("%d ",y->data);

y=y->next;

}

}

lstack \*pop(lstack \*start)

{

lstack \*y;

if (start!=NULL)

{

y=start;

start=y->next;

printf("The deleted one is %d \n",y->data);

free(y);

}

return(start);

}

void main()

{

int k1=1;

lstack \*x,\*y,\*start=NULL;

while (k1!=0)

{

k1=menu();

switch(k1)

{

case 1: start=push(start);break;

case 2: start=pop(start);break;

case 3: printf("No Size Limit ");break;

case 4: if (start==NULL)

printf("Stack is EMPTY ");

break;

case 5: display(start);break;

}

}

}

**3.1.4 APPLICATIONS OF STACK**

A Stack can be used for evaluating expressions consisting of operands and operators.

1. Stacks can be used for Backtracking, i.e., to check parenthesis matching in an expression.
2. It can also be used to convert one form of expression to another form.
3. It can be used for systematic Memory Management.

Advantages of Stack

1. A Stack helps to manage the data in the ‘Last in First out’ method.
2. When the variable is not used outside the function in any program, the Stack can be used.
3. It allows you to control and handle memory allocation and deallocation.
4. It helps to automatically clean up the objects.

Disadvantages of Stack

1. It is difficult in Stack to create many objects as it increases the risk of the Stack overflow.
2. It has very limited memory.
3. In Stack, random access is not possible.

### AlgebraicExpressions:

An algebraic expression is a legal combination of operators and operands. Operand is the quantity on which a mathematical operation is performed. Operand may be a variable like x, y, z or a constant like 5, 4, 6 etc. Operator is a symbol which signifies a mathematical or logical operation between the operands. Examples of familiar operators include +, -, \*, /, ^etc.

An algebraic expression can be represented using three different notations. They are infix, postfix and prefixnotations:

**Infix:** It is the form of an arithmetic expression in which we fix (place) the arithmetic operator in between the twooperands.

Example: (A + B) \* (C - D)

**Prefix:** It is the form of an arithmetic notation in which we fix (place) the arithmetic operatorbefore(pre)itstwooperands.Theprefixnotationiscalledas polish notation.

Example: \* + A B – C D

Postfix: It is the form of an arithmetic expression in which we fix (place) the arithmetic operator after (post) its two operands. The postfix notation is called as *suffix notation* and is also referred to *reverse polishnotation*.

Example: A B + C D - \*

The three important features of postfix expression are:

1. The operands maintain the same order as in the equivalent infixexpression.
2. The parentheses are not needed to designate the expression un- ambiguously.
3. While evaluating the postfix expression the priority of the operators is no longer relevant.

We consider five binary operations: +, -, \*, / and $ or  (exponentiation). For these binary operations, the following in the order of precedence (highest to lowest):

|  |  |  |
| --- | --- | --- |
| OPERATOR | PRECEDENCE | VALUE |
| Exponentiation ($ or  or ^) | Highest | 3 |
| \*, / | Next highest | 2 |
| +, - | Lowest | 1 |

### Converting expressions usingStack:

Let us convert the expressions from one type to another. These can be done as follows:

1. Infix topostfix
2. Postfix Evaluation

**3.1.5CONVERSIN FROM INFIX TO POSTFIX**

Procedure to convert from infix expression to postfix expression is as follows:

* + - 1. Scan the infix expression from left toright.
      2. a) If the scanned symbol is left parenthesis, push it onto thestack.
         1. If the scanned symbol is an operand, then place directly in the postfix expression(output).
         2. if the symbol scanned is a right parenthesis, then go on popping all the items from the stack and place them in the postfix expression till we get the matching leftparenthesis.
         3. If the scanned symbol is an operator, then go on removing all the operators from the stack and place them in the postfix expression, if and only if the precedence of the operator which is on the top of the stack is greater than (*or greater than or equal*) to the precedence of the scanned operator and push the scanned operator onto the stack otherwise, push the scanned operator onto thestack.

### Example 1:

Convert ((A – (B + C)) \* D)  (E + F) infix expression to postfix form:

|  |  |  |  |
| --- | --- | --- | --- |
| SYMBOL | POSTFIX STRING | STACK | REMARKS |
| ( |  | ( |  |
| ( |  | ( ( |  |
| A | A | ( ( |  |
| - | A | ( ( - |  |
| ( | A | ( ( - ( |  |
| B | A B | ( ( - ( |  |
| + | A B | ( ( - ( + |  |
| C | A B C | ( ( - ( + |  |
| ) | A B C + | ( ( - |  |
| ) | A B C + - | ( |  |
| \* | A B C + - | ( \* |  |
| D | A B C + - D | ( \* |  |
| ) | A B C + - D \* |  |  |
|  | A B C + - D \* |  |  |
| ( | A B C + - D \* |  ( |  |
| E | A B C + - D \* E |  ( |  |
| + | A B C + - D \* E |  ( + |  |
| F | A B C + - D \* E F |  ( + |  |
| ) | A B C + - D \* E F + |  |  |
| End of string | A B C + - D \* E F +  | The input is now empty. Pop the output symbols from the stack until it isempty. | |

Program to convert an infix to postfix expression:

#include<stdio.h>

#include<string.h>

int getval(char op)

{

switch(op)

{

case '(': return(0);

case '+':

case '-': return(1);

case '\*':

case '/': return(2);

}

}

main()

{

int k=0, top=0,val1,val2,l,i;

char stack[50],infix[50],postfix[50];

printf("ENTER THE INFIX EXPRESSION \n");

gets(infix);

strcat(infix,")");

l=strlen(infix);

stack[top++]='(';

printf("\n");

for(i=0;i<l;i++)

{

switch(infix[i])

{

case '+':

case '-':

case '\*':

case '/': val1=1,val2=0;

while(val1>=val2)

{

val1=getval(stack[top-1]);

val2=getval(infix[i]);

if(val1>=val2)

postfix[k++]=stack[--top];

}

stack[top++]=infix[i];break;

case '(': stack[top++]='(';

break;

case ')': while(stack[top-1]!='(')

{

postfix[k++]=stack[--top];

} top--;break;

default : postfix[k++]=infix[i];

break;

}

postfix[k]='\0';

printf("the result is %s\n",postfix);

}

}

**2.7.4POSTFIX EVALUATION**

Ex : 2,3,+ The Answer is 5

Rules :

* + - 1. If value , push it in to stack
      2. If operator

Pop call as op1

Pop call as op2

Res = op2 operator op1

Push res

* + - 1. Repeat step1 and 2 until all the elements are over
      2. Result is at stack[0]

Ex: 2,3,+,8,6,-,\*

|  |  |  |
| --- | --- | --- |
| Symbol | Stack | Action |
| 2 | 2 | Push |
| 3 | 2,3 | Push |
| + | 5 | Pop op1=3 , Pop op2=2 , res= 2+3 is 5 PUSH 5 |
| 8 | 5,8 | Push |
| 4 | 5,8,6 | Push |
| - | 5,2 | Pop op1 = 6 pop op2=8 res= 8-6 is 2 push2 |
| \* | 10 | Pop op1=2 pop op2 =5 res = 5 x 2 =10 push 10 |

The result is 10.

Source code :

# include <stdio.h>

main()

{

char postfix[80];

int val=0,l,i,op1,op2,top=0, stack[20],res,d, num=0, unary;

int index;

clrscr();

printf("enter the postfix expression");

gets(postfix);

l=strlen(postfix);

for(i=0;i<l;i++)

{

switch(postfix[i])

{

case ' ' : continue;

case '\*' : op1=stack[--top];

op2=stack[--top];

res=op2\*op1;

stack[top++]=res;

break;

case '+' : op1=stack[--top];

op2=stack[--top];

res=op2+op1;

stack[top++]=res;

break;

case '-' : if ((postfix[i+1]==' ') || (i+1==l))

{

op1=stack[--top];

op2=stack[--top];

res=op2-op1;

stack[top++]=res;

}

else

unary=1;

break;

case '/': op1=stack[--top];

op2=stack[--top];

res=op2/op1;

stack[top++]=res;

break;

default :

num=0;

while(postfix[i]!=' ')

{

d=postfix[i]-'0';

num=num\*10+d;

i++;

}

if(unary==1)

stack[top++]=-num;

else

stack[top++]=num;

unary=0;

break;

}

printf("\nSTACK IS ....");

for (index=0;index<top;index++)

printf(" %d ",stack[index]);

printf("\n");

}

printf("\n");

printf("the result is%d",stack[0]);

}

![](data:image/png;base64,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)**Self-AssessmentQuestions:**

1. Choose correct output for the following sequence of operations.

Push(4)

Push(3)

Pop

Push(5)

Push(1)

Push(2)

Pop

Pop

Pop

Pop

1. 4 3 5 1 2
2. 2 1 5 3 4
3. 3 2 1 5 4
4. 3 2 5 1 4
5. Which of the following is the prefix form of A+B\*C?
6. A+(BC\*)
7. +AB\*C
8. ABC+\*
9. +A\*BC
10. Which of the following is not correct statement for stack data structure.
11. Arrays can be used to implement stack
12. Stack follows FIFO
13. Elements are stored in sequential order
14. Top of the stack contains the last inserted element
15. What are the conditions for FULL and EMPTY , if top is initialized to zero , limit is the limit
16. top==limit , top==0
17. top==limit-1 , top==0
18. top==limit, top==-1
19. none

**2.8 QUEUE**

A queue is another special kind of list, where items are inserted at one end called the rear and deleted at the other end called the front. Another name for a queue is a “FIFO” or “First-in-first-out”list.

The operations for a queue are analogues to those for a stack, the difference is that the insertions go at the end of the list, rather than the beginning. We shall use the following operations onqueues:

* + - *enqueue*: which inserts an element at the end of thequeue.
    - *dequeue*: which deletes an element at the start of thequeue.

### Representation ofQueue:

Let us consider a queue, which can hold maximum of five elements. Initially the queue is empty.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  |  |  |  |  |

Initially front and rear are set to zero , showing the queue is empty

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| operation | front | rear | queue | After operation | front | rear | queue | Remarks |
| Check for empty | 0 | 0 | |  |  |  |  |  | | --- | --- | --- | --- | --- | |  |  |  |  |  | | QUEUE is EMPTY | 0 | 0 | |  |  |  |  |  | | --- | --- | --- | --- | --- | |  |  |  |  |  | |  |
| Insert 45 | 0 | 0 | |  |  |  |  |  | | --- | --- | --- | --- | --- | |  |  |  |  |  | |  | 0 | 1 | |  |  |  |  |  | | --- | --- | --- | --- | --- | | 45 |  |  |  |  | |  |
| Insert 5 | 0 | 1 | |  |  |  |  |  | | --- | --- | --- | --- | --- | | 45 |  |  |  |  | |  | 0 | 2 | |  |  |  |  |  | | --- | --- | --- | --- | --- | | 45 | 5 |  |  |  | |  |
| Insert 9 | 0 | 2 | |  |  |  |  |  | | --- | --- | --- | --- | --- | | 45 | 5 |  |  |  | |  | 0 | 3 | |  |  |  |  |  | | --- | --- | --- | --- | --- | | 45 | 5 | 9 |  |  | |  |
| Insert 4 | 0 | 3 | |  |  |  |  |  | | --- | --- | --- | --- | --- | | 45 | 5 | 9 |  |  | |  | 0 | 4 | |  |  |  |  |  | | --- | --- | --- | --- | --- | | 45 | 5 | 9 | 4 |  | |  |
| Insert 6 | 0 | 3 | |  |  |  |  |  | | --- | --- | --- | --- | --- | | 45 | 5 | 9 | 4 |  | |  | 0 | 5 | |  |  |  |  |  | | --- | --- | --- | --- | --- | | 45 | 5 | 9 | 4 | 6 | |  |
| Check for full | 0 | 5 |  | QUEUE is FULL As rear reached max |  |  |  |  |
| delete | 0 | 5 | |  |  |  |  |  | | --- | --- | --- | --- | --- | | 45 | 5 | 9 | 4 | 6 | |  | 1 | 5 | |  |  |  |  |  | | --- | --- | --- | --- | --- | |  | 5 | 9 | 4 | 6 | |  |
| delete | 1 | 5 | |  |  |  |  |  | | --- | --- | --- | --- | --- | |  | 5 | 9 | 4 | 6 | |  | 2 | 5 | |  |  |  |  |  | | --- | --- | --- | --- | --- | |  |  | 9 | 4 | 6 | |  |
| Insert | 2 | 5 | |  |  |  |  |  | | --- | --- | --- | --- | --- | |  | 5 | 9 | 4 | 6 | | Not possible as rear reached maximum | 2 | 5 |  |  |

**2.8.2 SOURCE CODE OF QUEUE USING ARRAYS**

# include <stdio.h>

int insert(int que[40],int rear,int limit)

{

int nv;

if (rear==limit)

printf("Queue is Full ");

else

{

printf("Enter new element ");

scanf("%d",&nv);

que[rear++]=nv;

}

return(rear);

}

int dele1(int que[40],int rear,int front)

{

if (rear==front)

printf("Queue is Empty ");

else

{

printf("The deleted Element is %d ",que[front]);

front++;

}

return(front);

}

int menu(void)

{

int op;

printf("\n MENU \n");

printf("1: INSERTION \n");

printf("2: DELETION \n");

printf("3: Display \n");

printf("4: Queue Full \n");

printf("5: Queue Empty \n");

printf("0: Exit \n");

printf("Enter Your option \n");

scanf("%d",&op);

return(op);

}

void display(int que[40],int rear, int front)

{

int i;

printf("\nThe Contents of Queue is as follows ... \n");

for (i=front;i<rear;i++)

printf("%d ",que[i]);

}

void main()

{

int q[40],rear,front,limit,ch=1;

rear=0;

front=0;

printf("Enter the limit of the queue \n");

scanf("%d",&limit);

while (ch!=0)

{

ch=menu();

switch(ch)

{

case 1: rear=insert(q,rear,limit);

break;

case 2: front=dele1(q,rear,front);

break;

case 3: display(q,rear,front);break;

case 4: if (rear==limit)

printf("QUEUE is FULL ");

else

printf("Queue is Not Full ");

break;

case 5: if (rear==front)

printf("QUEUE is EMPTY ");

else

printf("QUEUE is not empty ");

break;

}

}

}

**2.8.3 SOURCE CODE OF QUEUE USING LINKED LISTS**

# include <stdio.h>

# include <conio.h>

# include <stdlib.h>

typedef struct lque

{

int data;

struct lque \*next;

}lque;

int menu()

{

int ch;

printf("\n M E N U \n");

printf("1: Enqueue \n");

printf("2: DelQueue \n");

printf("3: QUEUE FULL \n");

printf("4: QUEUE Empty\n");

printf("5: Display \n");

printf("0: Exit \n");

printf("Enter Your Choice \n");

scanf("%d",&ch);

return(ch);

}

lque \*enque(lque \*qst)

{

lque \*x;

int val;

x=(lque \*) malloc (sizeof(lque));

printf("enter new value ");

scanf("%d",&val);

x->data=val;

x->next=qst;

qst=x;

return(qst);

}

void display(lque \*qst)

{

lque \*y;

y=qst;

printf("linked list is \n");

while (y!=NULL)

{

printf("%d ",y->data);

y=y->next;

}

}

lque \*delque(lque \*qst)

{

lque \*z,\*y;

// name the last node as y

// name the last but one node as z

// z->next=NULL AND then free y

// name the last node as y

if (qst==NULL)

printf("Deletion is not possible");

else

{

//name the last node as y

y=qst;

while (y->next!=NULL)

y=y->next;

// name the last but one node as z

z=qst;

while (z->next!=y)

z=z->next;

z->next=NULL;

printf("the deleted value is %d ",y->data);

free(y);

}

return(qst);

}

void main()

{

int k1=1;

lque \*x,\*y,\*qst=NULL;

while (k1!=0)

{

k1=menu();

switch(k1)

{

case 1: qst=enque(qst);break;

case 2: qst=delque(qst);break;

case 3: printf("No Size so NO Full");break;

case 4: if (qst==NULL)

printf("Queue is Empty");break;

case 5: display(qst);break;

}

}

}

**2.8.4 CIRCULAR QUEUE**

The problem with queues is once if rear reaches maximum , no new element can be inserted even if an element is deleted . To remove this hiccup , circular queues are used. The idea behind this is modulo incrimination. Incrimination is done circularly.

| **S.no.** | **Linear Queue** | **Circular Queue** |
| --- | --- | --- |
| **1.** | Arranges the data in a linear pattern. | Arranges the data in a circular order where the rear end is connected with the front end. |
| **2.** | The insertion and deletion operations are fixed i.e, done at the rear and front end respectively. | Insertion and deletion are not fixed and it can be done in any position. |
| **3.** | It is inefficient in comparison to a circular queue. | It is more efficient in comparison to linear queue. |
| **4.** | If there are 10 spaces then in the best case all the 10 spaces in the queue can be filled | If there are 10 spaces then in the best case 9 spaces can be filled at a time |
| **5.** | Good for applications where overflow is not a concern. | Good for applications where efficient use of memory is important. |
| **6** | Once if rear reaches limit, no element can be inserted , even if space is available | Problem of queue is rectified |

# include <stdio.h>

int insert(int cque[40],int rear,int front,int limit)

{

int nv;

if ((rear+1)%(limit+1)==front)

printf("Circular Queue is Full ");

else

{

printf("Enter new element ");

scanf("%d",&nv);

cque[rear]=nv;

rear=(rear+1)%(limit+1);

}

return(rear);

}

int dele1(int que[40],int rear,int front,int limit)

{

if (rear==front)

printf("Circular Queue is Empty ");

else

{

printf("The deleted Element is %d ",que[front]);

front=(front+1)%(limit+1);

}

return(front);

}

int menu(void)

{

int op;

printf("\n Circular Queue MENU \n");

printf("1: INSERTION \n");

printf("2: DELETION \n");

printf("3: Display \n");

printf("4: Circular Queue Full \n");

printf("5: Circular Queue Empty \n");

printf("0: Exit \n");

printf("Enter Your option \n");

scanf("%d",&op);

return(op);

}

void display(int que[40],int rear, int front,int limit)

{

int i;

printf("\nThe Contents of Circular Queue is as follows ... \n");

for (i=front;i!=rear;i=(i+1)%(limit+1))

printf("%d ",que[i]);

}

void main()

{

int q[40],rear,front,limit,ch=1;

rear=0;

front=0;

printf("Enter the limit of the queue \n");

scanf("%d",&limit);

while (ch!=0)

{

ch=menu();

switch(ch)

{

case 1: rear=insert(q,rear,front,limit);

break;

case 2: front=dele1(q,rear,front,limit);

break;

case 3: display(q,rear,front,limit);break;

case 4: if ((rear+1)%(limit+1)==front)

printf("Circular QUEUE is FULL ");

else

printf("Circular Queue is Not Full ");

break;

case 5: if (rear==front)

printf("Circular QUEUE is EMPTY ");

else

printf("Circular QUEUE is not empty ");

break;

}

}

}

**2.8.5 DOUBLE ENDED QUEUE**

Double Ended queue (dequeue) is a queue which has two ends, insertion can take place from both ends similarly deletions also can take place from both ends. Input restricted dequeue , Output restricted Dequeue.

**2.8.6 PRIORITY QUEUE**

# include <stdio.h>

typedef struct pqueue

{

int data;

int prior;

}prq;

int insert(prq pr[30],int n)

{

int newpr,newdat,i,k;

printf("ENTER NEW DATA AND PRIORITY \n");

scanf("%d%d",&newdat,&newpr);

if (n!=0)

{

for (i=0;i<n;i++)

{

if (newpr < pr[i].prior)

break;

}

for (k=n;k>i;k--)

pr[k]=pr[k-1];

pr[i].data=newdat;

pr[i].prior=newpr;

}

else

{

pr[0].data=newdat;

pr[0].prior=newpr;

}

return(n+1);

}

int delete(prq pr[30],int n)

{

int k;

if (n!=0)

{

printf("THE DELETED ELEMENT IS %d %d ",pr[0].data,pr[0].prior);

for (k=0;k<n;k++)

pr[k]=pr[k+1];

--n;

}

return(n);

}

display(prq pr[30],int n)

{

int i;

printf("\nTHE PRIORITY QUEUE IS ....\n");

printf("DATA(PRIORITY)...\n");

for (i=0;i<n;i++)

printf("%3d(%d)--- ",pr[i].data,pr[i].prior);

printf("\n");

}

main()

{

int n=0,ch;

prq pr[30];

for (;;)

{

printf("1. INSERTION \n");

printf("2. DELETION \n");

printf("3. Exit \n");

printf("ENTER UR CHOICE \n");

scanf("%d",&ch);

if (ch==3) break;

switch(ch)

{

case 1: n=insert(pr,n);break;

case 2: n=delete(pr,n);break;

}

display(pr,n);

}

}
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1. A data structure where elements can be added or removed at either end but not in the middle is called
2. Stack
3. Queue
4. Linked List
5. Dqueue
6. A Circular queue of (n-1) elements is implemented with array of n elements. Assume that REAR and FRONT are used as indices to carry out INSERTION and DELETION operations. Choose the correct options for CQFull and CQEmpty.
7. (REAR+1) mod n == front and front==0
8. REAR mod n == front and front==0
9. (REAR+1) mod n == front and front==rear
10. REAR mod n == front and front==rear
11. If the elements “A”, “B”, “C” and “D” are placed in a queue and are deleted one at a time, in what order will they be removed?
12. DCBA
13. BACD
14. ABCD
15. CABD
16. Which one of the following is not the application of the Queue data structure?
17. Resource shared between various systems
18. Data is transferred asynchronously
19. Load Balancing
20. Balancing of Symbols

|  |  |
| --- | --- |
| Question | Answer |
| 1 | A |
| 2 | D |
| 3 | C |
| 4 | C |
| 5 | D |
| 6 | C |
| 7 | D |
| 8 | A |
| 9 | A |
| 10 | B |
| 11 | B |
| 12 | A |
| 13 | A |
| 14 | A |
| 15 | C |
| 16 | A |
| 17 | C |
| 18 | D |
| 19 | A |
| 20 | A |
| 21 | B |
| 22 | C |
| 23 | C |
| 24 | D |
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A linked list is a fundamental data structure used in computer science and programming. It consists of a sequence of elements called nodes, where each node contains data and a reference (or link) to the next node in the sequence. Here are some key summary points on linked lists:

1. Nodes: The basic building blocks of a linked list are nodes. Each node contains two fields:
   * Data: The actual value or information stored in the node.
   * Next: A reference (or pointer) to the next node in the sequence.
2. Head: The first node in the linked list is called the "head." It acts as the starting point to traverse the list.
3. Tail: The last node in the linked list is called the "tail." It points to NULL, indicating the end of the list.
4. Singly Linked List: Each node in a singly linked list has a single reference to the next node. Traversal is unidirectional, starting from the head and progressing to the tail.
5. Doubly Linked List: Each node in a doubly linked list has two references: one to the next node and another to the previous node. Traversal can be bidirectional.
6. Circular Linked List: In this type of linked list, the tail node points back to the head, creating a circular structure. It has no NULL termination.
7. Dynamic Size: Linked lists can grow or shrink dynamically as elements are added or removed, as opposed to arrays that have a fixed size.
8. Insertion: Adding a new node to a linked list involves adjusting the references of the neighboring nodes. It can be done at the beginning (prepend), end (append), or in between (insert).
9. Deletion: Removing a node from a linked list requires reconfiguring the references of its neighboring nodes. Once the links are adjusted, the removed node is deallocated from memory.
10. Searching: To find a specific value in a linked list, you start from the head and traverse through the nodes until the desired value is found or the end of the list is reached.
11. Time Complexity:

* Insertion and Deletion: O(1) if the position is known; O(n) if the position needs to be searched.
* Searching: O(n) as it may require traversing the entire list.

1. Memory Efficiency: Linked lists use memory efficiently because they only allocate memory for each node as it is needed.
2. Memory Overhead: Linked lists have a higher memory overhead than arrays due to the additional memory required for storing the references.
3. Usage: Linked lists are commonly used in various applications, such as implementing stacks, queues, hash tables, and dynamic data structures.
4. Advantages:

* Dynamic size allows efficient memory utilization.
* Insertion and deletion at any position are relatively fast.
* Easy to implement and manage.

1. Disadvantages:

* Slower access time compared to arrays (no direct indexing).
* More memory overhead due to storing pointers/references.
* Extra care is required to handle pointers correctly to avoid memory leaks or segmentation faults.
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1. What is a linked list, and how does it differ from an array?
2. How do you traverse a linked list from the beginning to the end?
3. How do you insert a new node at the beginning of a linked list ?
4. How do you insert a new node at the end of a linked list ?
5. How do you insert a new node after a specific node in a linked list?
6. Explain the process of deleting a node from a singly linked list.
7. How do you delete the first node from a linked list?
8. How do you delete the last node from a linked list?
9. Can you delete a specific node with a given value from a linked list?
10. How do you reverse a linked list?
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